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**Expression Language** (EL) was introduced in JSP 2.0 with the purpose of simplifying the process of accessing data from bean objects and implicit objects. EL provides simple ways to access attribute and parameter values. Note that **JSP EL Expressions** are not the same as JSP Expressions.

* JSP EL Expression: ${expression}
* JSP Expression: <%=javaExpression%>

EL is yet another attempt to reduce the amount of overlap between Java and HTML code.

Example:

<head>  
 <title>Expression Language Example</title>  
</head>  
<body>  
${1 < 2}  
${1 + 2 + 3}  
</body>

JSP

![](data:image/png;base64,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)

## EL Operators

There are five types of **operators** we can use inside an EL expressions, arithmetic operators (+, -, \*, /, %), grouping operators (()), logical operators, (&&, ||, !), relational operators (==, !=, <, >, <=, >=), the empty keyword and conditional operators (? :).

${(6 \* 5) + 5} *<%-- = 35 --%>*${(x >= min) && (x <= max)}  
${(empty name)} *<%-- returns true if name is "" or null --%>*

JSP

## EL Identifiers

**Identifiers** are used to refer to objects. User-made objects fall into one of the JSP scopes and are called **scoped variables**. However, there are **11 identifiers** that we cannot use to name our own objects. These are the **implicit objects** and they have fixed scopes.

|  |  |  |
| --- | --- | --- |
| **Category** | **Implicit Object** | **Description** |
| JSP | pageContext | Used to access JSP implicit objects. |
| Scopes | pageScope | A Map object associating names and values of page scoped attributes. |
| requestScope | A Map object associating names and values of request scoped attributes. |
| sessionScope | A Map object associating names and values of session scoped attributes. |
| applicationScope | A Map object associating names and values of application scoped attributes. |
| Request Parameters | param | Maps a request parameter name to a single String parameter value. |
| paramValues | Maps a request parameter name to an array of values. |
| Request Headers | header | Maps a request header name to a single header value. |
| headerValues | Maps a request header name to an array of values. |
| Cookies | cookie | A Map object storing the cookies accompanying the request by name. |
| Initialization Parameters | initParam | A Map object storing the context initialization parameters of the web application by name. |

Note that the JSP implicit objects that we have studied earlier on are not the same as the JSP EL identifier implicit objects.

Examples:

* ${pageContext.response} evaluates to the response JSP implicit object.
* ${param.name} is equivalent to request.getParameter("name")
* ${cookie.name.value} is equivalent to

if (cookie.getName().equals("name")) val = cookie.getValue();

Using both Java Expressions and Java EL Expressions:

*<%-- index.jps --%>*<html>  
<body>  
<%  
 application.setAttribute("author", "someone"); *<%-- JSP Expression --%>*  
 application.setAttribute("site", "www.example.com");  
%>  
</body>  
</html>

JSP

*<%-- display.jps --%>*<html>  
<body>  
Developer Name: ${applicationScope.author} <br> *<%-- JSP EL Expression --%>*  
Website: ${applicationScope.site}  
</body>  
</html>

JSP

Using JavaBeans:

*// employee.java*  
  
import java.io.*Serializable*;  
  
public class Employee implements *Serializable* {  
 private int id;  
 public Employee() {  
 }  
 public int getId() {  
 return id;  
 }  
}

JAVA

*<%-- display.jps --%>*<html>  
<body>  
<c:forEach items="${requestScope.employeeList}" var="emp">  
 <c:out value="${emp.id}" />  
</c:forEach>  
</body>  
</html>

JAVA

The for loop is being implemented using **JSTL**, which we will be studying next.